在VC里面，用release模式编译运行程序的时候，堆分配（Heap allocation）的时候调用的是malloc，如果你要分配10byte的空间，那么就会只分配10byte空间，而用debug模式的时候，堆分配调用的是\_malloc\_dbg，如果你只要分配10byte的空间，那么它会分配出除了你要的10byte之外，还要多出约36byte空间，用于存储一些薄记信息，debug堆分配出来之后就会按顺序连成一个链。

分配出的10byte空间的前面会有一个32byte的附加信息，存储的是一个\_CrtMemBlockHeader结构，可以在DBGINT.H中找到该结构的定义：

/\*

\* For diagnostic purpose, blocks are allocated with extra information and

\* stored in a doubly-linked list. This makes all blocks registered with

\* how big they are, when they were allocated, and what they are used for.

\*/

#define nNoMansLandSize 4

typedef struct \_CrtMemBlockHeader

{

struct \_CrtMemBlockHeader \* pBlockHeaderNext;

struct \_CrtMemBlockHeader \* pBlockHeaderPrev;

char \* szFileName;

int nLine;

#ifdef \_WIN64

/\* These items are reversed on Win64 to eliminate gaps in the struct

\* and ensure that sizeof(struct)%16 == 0, so 16-byte alignment is

\* maintained in the debug heap.

\*/

int nBlockUse;

size\_t nDataSize;

#else /\* \_WIN64 \*/

size\_t nDataSize;

int nBlockUse;

#endif /\* \_WIN64 \*/

long lRequest;

unsigned char gap[nNoMansLandSize];

/\* followed by:

\* unsigned char data[nDataSize];

\* unsigned char anotherGap[nNoMansLandSize];

\*/

} \_CrtMemBlockHeader;

mainCRTStartup 的头几步工作是初始化一些预定义的全局变量, \_osplatform, \_winmajor, \_winminor, \_osver, \_winver等与Windows Version 有关的. 然后很重要的一步就是初始化 Heap. 大多的内存都是 Heap 上分配的, 如 new, malloc. 所以必须要先初始化才能干别的. 这个函数是\_heap\_init. 以前的Compiler 有些用自己的 Heap 管理, 但是现在我手上的 Visual Studio .NET 2003, 完全是用的 Windows 系统提供的 Heap management. 所以 \_heap\_init 很简单:  
  
int \_\_cdecl \_heap\_init (int mtflag)  
{  
    // Initialize the "big-block" heap first.  
    if ( (\_crtheap = HeapCreate( mtflag ? 0 : HEAP\_NO\_SERIALIZE,  
    BYTES\_PER\_PAGE, 0 )) == NULL )  
    return 0;  
    ...  
}  
  
系统默认的 new, malloc 等等的分配都是在这个\_crtheap 上进行的. 试试写个简单的程序:   
  
int main()  
{  
    int\* p = new int;  
    return 0;  
}  
  
在int\* p = new int; 这一行设个断点, 调试进去. 可以看见new 是这样的:   
  
void \* operator new( size\_t cb )  
{  
    void \*res = \_nh\_malloc( cb, 1 );  
    ...  
    return res;  
}  
  
下面以Debug version为例, 因为Debug version比较有意思. \_nh\_malloc 只是简单调用\_nh\_malloc\_dbg, 而malloc 也是调用\_nh\_malloc\_dbg来完成内存分配.   
  
\_nh\_malloc\_dbg最终调用\_heap\_alloc\_dbg, 在这里进行真正的分配工作. Debug Version中, 实际分配的是这样一个结构:   
  
typedef struct \_CrtMemBlockHeader  
{  
    struct \_CrtMemBlockHeader \* pBlockHeaderNext;  
    struct \_CrtMemBlockHeader \* pBlockHeaderPrev;  
    char \* szFileName;  
    int nLine;  
    size\_t nDataSize;  
    int nBlockUse;  
    long lRequest;  
    unsigned char gap[nNoMansLandSize];  
    /\* followed by:  
    \* unsigned char data[nDataSize];  
    \* unsigned char anotherGap[nNoMansLandSize];  
    \*/  
} \_CrtMemBlockHeader;  
  
假如你要分配一个大小为100的块, 则实际分配的块结构如下:   
  
\_CrtMemBlockHeader + <You Data> (100 bytes) + gap[nNoMansLandSize]  
  
\_CrtMemBlockHeader 最后有个gap[nNoMansLandSize], 这个nNoMansLandSize目前的值是 4, 所以在你的数据前后各有4个字节的 gap. \_heap\_alloc\_dbg会把 <Your Data> 的所有字节置为 0xCD, 前后的gap置成 0xFD. 如果你在自己的Data里写, 不小心越了界(前面或者后面), 系统在delete的时候通过检查 gap 的数据是否已被破坏，就知道你有没有越界. 当然了, 如果你恰好写的都是0xFD, 那就没法知道了. 试试如下程序：　  
  
int\* p = new int;  
p[1] = 0;  
delete p;  
  
在Debug 下运行时，delete 时系统会报错：　DAMAGE: after normal block (#59) at 0x00375C80.   
  
\_heap\_alloc\_dbg 调用 Windows System Call HeapAlloc 完成分配. HeapAlloc返回的指针, 要先初始化 \_CrtMemBlockHeader. 这个 Header 中有前后两个指针, 事实上所有的内存块连接在一起形成一个双向链表. 在 delete 或者 free 的时候, 链表指针需要调整. 如果没有内存泄漏, 程序结束的时候链表应该为空. 否则说明有内存泄漏. 如下面的程序:   
  
#include <stdio.h>  
#include <stdlib.h>  
#include <crtdbg.h>  
  
int main()  
{  
    int\* p = new int;  
    //delete p;  
  
    void \*px = malloc(100);  
    free(px);  
  
    \_CrtDumpMemoryLeaks();  
    return 0;  
}  
  
\_CrtDumpMemoryLeaks 通过检查分配链表, 来查找是否有泄漏. 在 Debug 下编译并且在 VC 中跟踪运行, 最后在 VC 的 Output 中会有如下输出:   
  
Detected memory leaks!  
Dumping objects ->  
{58} normal block at 0x00375FC0, 4 bytes long.  
Data: < > CD CD CD CD   
Object dump complete.  
  
这里只有分配的序号, 还不能知道到底是哪一行程序产生的泄漏. 但是注意看\_CrtMemBlockHeader, 事实上它还能记录源程序文件名和行号. 在 MFC 里就利用了这个技术. 在 afx.h 里, 有如下声明:  
  
// Memory tracking allocation  
void\* AFX\_CDECL operator new(size\_t nSize, LPCSTR lpszFileName, int nLine);  
#define DEBUG\_NEW new(THIS\_FILE, \_\_LINE\_\_)  
  
同时，使用　MFC　时产生的 cpp 文件开始都有如下定义：  
  
#ifdef \_DEBUG  
#define new DEBUG\_NEW  
  
这个 afx 的 new operator 把 new 时发生的源文件和行号传给 \_malloc\_dbg ．这样在 Dump memory leak 的时候就可以同时知道泄漏的数据最初是在什么地方分配的.   
  
delete 和 free 最终都是用的 \_free\_dbg. \_free\_dbg 首先检查前后的 gap 有没有被破坏, 然后把该块从链表中去掉, 最后把数据块全部置成 0xDD．这样如果你不小心使用了已经被删除的数据时，通常数据已经被破坏而出错．  
  
以上说的都是 Debug Version. 如果是 Release version, 内存分配更简单, 没有任何 overhead, 系统直接调用 HeapAlloc 分配所需的内存块. 同时分配的内存块也不会被初始化为 0xCD.

No Man's Land是指（一战中）两军交战的无人地带，是双方要争夺的地方。又称三不管地带。其范围通常为两个壕沟之间的区域。<http://en.wikipedia.org/wiki/No_man%27s_land>

# Win32 Debug CRT Heap Internals <http://www.nobugs.org/developer/win32/debug_crt_heap.html>

... by Andrew Birkett [(andy@nobugs.org)](mailto:andy@nobugs.org)

When you compile programs with DevStudio in debug mode, all of your calls to malloc() and free() use a special "debug" implementation. Rather than being blazingly fast, the debug heap concerns itself with spotting heap errors. It achieves this by surrounding your memory blocks with guard bytes (aka "no mans land", 0xFD) so that it can detect buffer overruns and underruns. It also initialises newly allocated memory to a fixed value (0xCD) to aid reproducability. Finally, it sets free()d blocks to a known value (0xDD) so that it can detect that people are writing through dangling pointers.

Mnemonics for remembering what each fill-pattern means:

* The newly allocated memory (0x**C**D) is **C**lean memory.
* The free()d memory (0x**D**D) is **D**ead memory.
* The guard bytes (0x**F**D) are like **F**ences around your memory.

The debug CRT heap defers most of the heavy work to the Win32 heap functions HeapAlloc() and HeapFree(). Therefore, you won't see any first-fit or "buddy system" code in the debug CRT. The 4Gb virtual memory space which you process has is sliced up and managed by the Win32 heap inside kernel32.dll.

If you call malloc(8), the debug CRT will request a 48 byte block from HeapAlloc(). It needs the extra 40 bytes to store information about the memory blocks - such as the file/line where malloc() was called, and space for links to the next/prev heap block. In the [table below](http://www.nobugs.org/developer/win32/debug_crt_heap.html#table), all of the debug CRT information is colored in shades of red.

HeapAlloc() itself needs bookkeeping information. The HeapAlloc(40) call will, in turn, reserve a total of 80 bytes from your process's address space. Eight bytes of bookkeeping appear below the requested 40 bytes, and the other 32 bytes appear above it. In the [table below](http://www.nobugs.org/developer/win32/debug_crt_heap.html#table), the Win32 heap bookkeeping is colored grey. The memory which you get back from HeapAlloc() is always initialised to the 4 byte pattern 0xBAADF00D.

*(As an aside, when you request pages from the VM manager via VirtualAlloc, they are initialized to zero, so HeapAlloc is actually doing additional work to re-initialize them to this pattern).*

Once the debug CRT has got it's 40 byte block, it will fill in it's book-keeping information. The first 2 words are links to the previous and next blocks on the CRT heap. The choice of names is confusing, because the "next" pointer actually takes you the block which was allocated *before* this one chronologically, while the "previous" pointer takes you to the one allocated *subsequently*. The reason for the naming is that the linked list starts at the last-allocated block, and progresses back in time as you follow "next" links. The debug CRT heap also internally maintains pointers to the first and last blocks (\_pFirstBlock and \_pLastBlock) to allow heap-checking code to traverse all the blocks.

If the filename and line number of the malloc() call are known, they are stored in the next 2 words. Following that, the next word tells you how many bytes were requested. The next word gives a type field. Usually this is "1" which means a normal block, allocated by malloc/new. It will be "2" for blocks allocate by the CRT for its own internal purposes, and "0" for blocks which have been freed but not released back to the win32 heap (see below for more info). The final word is a simple counter which increases everytime an allocation is made.

Surrounding the 8-byte malloc()'d memory there are areas of "no mans land". These are filled with a known value (0xFD), and when the block is free()d, the CRT will check that they still have the right value. If they've changed, then your program contains an error. Unfortunately, the corruption may have happened a long time ago. You can use Purify or Boundschecker to stop at the corruption point, or if you don't fancy spending any money, you can wait a few days until I write an article telling you how to do it using only a bit of ingenuity!

The eight bytes which were originally requested are initialised with 0xCD. If you see this pattern appearing in your variables, you have forgotten to initialise something.

When you call free() on the 8-byte block, the CRT sets the whole 48-byte block (including its bookkeeping) to 0xDDDDDDDD. This means that it can tell if the block gets subsequently altered (ie. via a dangling pointer) by checking that the pattern is still there.

At this point, two things can happen. Normally, HeapFree() will be called to return the block to the win32 heap. This causes the block to be overwritten with the win32 heap's "freed memory" pattern, which is 0xFEEEFEEE. Note that the debug CRT does not maintain any "free lists" - all of that is done within the black box of HeapFree().

However, you can also tell the debug heap to keep hold of free()d blocks. You do this by passing the \_CRTDBG\_DELAY\_FREE\_MEM\_DF flag to \_CrtSetDbgFlag(). In this case, the debug CRT will keep hold of the block. This is useful if you are trying to track down a dangling pointer error, since memory blocks will not be reused and you should expect them to remain filled with 0xDDDDDDDD unless someone is writing to the free()d block. You can call \_CrtCheckMemory() and it will tell you if any of these values have been tampered with.

## Here's an allocation I prepared earlier ...

I called malloc(8) followed by free() and stepped through the CRT calls to see how the memory was changed. Read the columns from left to right, and you will see what values appear in memory at various stages during malloc() and free(). The call to malloc(8) returned a block at address 0x00321000, and I've included offsets from that address so that you can find out the information for one of your allocations.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Address | Offset | After HeapAlloc() | After malloc() | During free() | After HeapFree() | Comments |
| 0x00320FD8 | -40 | 0x01090009 | 0x01090009 | 0x01090009 | 0x0109005A | Win32 heap info |
| 0x00320FDC | -36 | 0x01090009 | 0x00180700 | 0x01090009 | 0x00180400 | Win32 heap info |
| 0x00320FE0 | -32 | 0xBAADF00D | 0x00320798 | 0xDDDDDDDD | 0x00320448 | Ptr to next CRT heap block (allocated earlier in time) |
| 0x00320FE4 | -28 | 0xBAADF00D | 0x00000000 | 0xDDDDDDDD | 0x00320448 | Ptr to prev CRT heap block (allocated later in time) |
| 0x00320FE8 | -24 | 0xBAADF00D | 0x00000000 | 0xDDDDDDDD | 0xFEEEFEEE | Filename of malloc() call |
| 0x00320FEC | -20 | 0xBAADF00D | 0x00000000 | 0xDDDDDDDD | 0xFEEEFEEE | Line number of malloc() call |
| 0x00320FF0 | -16 | 0xBAADF00D | 0x00000008 | 0xDDDDDDDD | 0xFEEEFEEE | Number of bytes to malloc() |
| 0x00320FF4 | -12 | 0xBAADF00D | 0x00000001 | 0xDDDDDDDD | 0xFEEEFEEE | Type (0=Freed, 1=Normal, 2=CRT use, etc) |
| 0x00320FF8 | -8 | 0xBAADF00D | 0x00000031 | 0xDDDDDDDD | 0xFEEEFEEE | Request #, increases from 0 |
| 0x00320FFC | -4 | 0xBAADF00D | 0xFDFDFDFD | 0xDDDDDDDD | 0xFEEEFEEE | No mans land |
| **0x00321000** | **+0** | **0xBAADF00D** | **0xCDCDCDCD** | **0xDDDDDDDD** | **0xFEEEFEEE** | **The 8 bytes you wanted** |
| **0x00321004** | **+4** | **0xBAADF00D** | **0xCDCDCDCD** | **0xDDDDDDDD** | **0xFEEEFEEE** | **The 8 bytes you wanted** |
| 0x00321008 | +8 | 0xBAADF00D | 0xFDFDFDFD | 0xDDDDDDDD | 0xFEEEFEEE | No mans land |
| 0x0032100C | +12 | 0xBAADF00D | 0xBAADF00D | 0xDDDDDDDD | 0xFEEEFEEE | Win32 heap allocations are rounded up to 16 bytes |
| 0x00321010 | +16 | 0xABABABAB | 0xABABABAB | 0xABABABAB | 0xFEEEFEEE | Win32 heap bookkeeping |
| 0x00321014 | +20 | 0xABABABAB | 0xABABABAB | 0xABABABAB | 0xFEEEFEEE | Win32 heap bookkeeping |
| 0x00321018 | +24 | 0x00000010 | 0x00000010 | 0x00000010 | 0xFEEEFEEE | Win32 heap bookkeeping |
| 0x0032101C | +28 | 0x00000000 | 0x00000000 | 0x00000000 | 0xFEEEFEEE | Win32 heap bookkeeping |
| 0x00321020 | +32 | 0x00090051 | 0x00090051 | 0x00090051 | 0xFEEEFEEE | Win32 heap bookkeeping |
| 0x00321024 | +36 | 0xFEEE0400 | 0xFEEE0400 | 0xFEEE0400 | 0xFEEEFEEE | Win32 heap bookkeeping |
| 0x00321028 | +40 | 0x00320400 | 0x00320400 | 0x00320400 | 0xFEEEFEEE | Win32 heap bookkeeping |
| 0x0032102C | +44 | 0x00320400 | 0x00320400 | 0x00320400 | 0xFEEEFEEE | Win32 heap bookkeeping |

(I've tried to helpfully color-code things. Blue and grey is for Win32 heap stuff, and reds are for the debug crt heap stuff. If you hate the color scheme, the colors are set up using CSS at the top of this .html file - go edit them yourself!)

# Inside CRT: Debug Heap Management

[**http://www.codeguru.com/cpp/w-p/win32/tutorials/article.php/c9535**](http://www.codeguru.com/cpp/w-p/win32/tutorials/article.php/c9535)

When you compile a debug build of your program with Visual Studio and run it in debugger, you can see that the memory allocated or deallocated has funny values, such as 0xCDCDCDCD or 0xDDDDDDDD. This is the result of the work Microsoft has put in to detect memory corruption and leaks in the Win32 platform. In this article, I will explain how memory allocation/deallocation is done via new/delete or malloc/free.

First, I will explain what all these values that you see, like CD, DD, and so forth, mean.

|  |  |  |
| --- | --- | --- |
| **Value** | **Name** | **Description** |
| 0xCD | **C**lean Memory | Allocated memory via malloc or new but never written by the application. |
| 0xDD | **D**ead Memory | Memory that has been released with delete or free. It is used to detect writing through dangling pointers. |
| 0xFD | **F**ence Memory | Also known as "no mans land." This is used to wrap the allocated memory (like surrounding it with fences) and is used to detect indexing arrays out of bounds. |
| 0xAB | (**A**llocated**B**lock?) | Memory allocated by LocalAlloc(). |
| 0xBAADF00D | Bad Food | Memory allocated by LocalAlloc() with LMEM\_FIXED, but not yet written to. |
| 0xCC |  | When the code is compiled with the /GZ option, uninitialized variables are automatically assigned to this value (at byte level). |

# If you take a look at DBGHEAP.C, you can see how some of these values are defined:

static unsigned char \_bNoMansLandFill = 0xFD; /\* fill no-man's land with this \*/

static unsigned char \_bDeadLandFill = 0xDD; /\* fill free objects with this \*/

static unsigned char \_bCleanLandFill = 0xCD; /\* fill new objects with this \*/

Before going any further, take a look at the memory management function that I will refer in this article.

|  |  |
| --- | --- |
| **Function** | **Description** |
| malloc | C/C++ function that allocates a block of memory from the heap. The implementation of the C++ operator new is based on malloc. |
| \_malloc\_dbg | Debug version of malloc; only available in the debug versions of the run-time libraries. \_malloc\_dbg is a debug version of the malloc function. When \_DEBUG is not defined, each call to \_malloc\_dbg is reduced to a call to malloc. Both malloc and \_malloc\_dbg allocate a block of memory in the base heap, but \_malloc\_dbg offers several debugging features: buffers on either side of the user portion of the block to test for leaks, a block type parameter to track specific allocation types, and *filename*/*linenumber* information to determine the origin of allocation requests. |
| free | C/C++ function that frees an allocated block. The implementation of C++ operator delete is based on free. |
| \_free\_dbg | Debug version of free; only available in the debug versions of the run-time libraries. The \_free\_dbg function is a debug version of the free function. When \_DEBUG is not defined, each call to \_free\_dbg is reduced to a call to free. Both free and \_free\_dbg free a memory block in the base heap, but \_free\_dbg accommodates two debugging features: the ability to keep freed blocks in the heap's linked list to simulate low memory conditions and a block type parameter to free specific allocation types. |
| LocalAlloc GlobalAlloc | Win32 API to allocate the specified number of bytes from the heap. Windows memory management does not provide a separate local heap and global heap. |
| LocalFree GlobalFree | Win32 API free the specified local memory object and invalidates its handle. |
| HeapAlloc | Win32 API allocates a block of memory from a heap. The allocated memory is not movable. |
| HeapFree | Win32 API frees a memory block allocated from a heap by the HeapAlloc or HeapReAlloc function. |

There are many other functions that deal with memory management. For a complete view please refer to MSDN.

Note: Because this article is about memory management in a debug build, all the references to malloc and free in the following are actually references to their debug versions, \_malloc\_dbg and \_free\_dbg.

Compile the following code and run it in the debugger, walking step by step into it to see how memory is allocated and deallocated.

int main(int argc, char\* argv[])

{

char \*buffer = new char[12];

delete [] buffer;

return 0;

}

Here, 12 bytes are dynamically allocated, but the CRT allocates more than that by wrapping the allocated block with bookkeeping information. For each allocated block, the CRT keeps information in a structure called \_CrtMemBlockHeader, which is declared in DBGINT.H:

#define nNoMansLandSize 4

typedef struct \_CrtMemBlockHeader

{

struct \_CrtMemBlockHeader \* pBlockHeaderNext;

struct \_CrtMemBlockHeader \* pBlockHeaderPrev;

char \* szFileName;

int nLine;

size\_t nDataSize;

int nBlockUse;

long lRequest;

unsigned char gap[nNoMansLandSize];

/\* followed by:

\* unsigned char data[nDataSize];

\* unsigned char anotherGap[nNoMansLandSize];

\*/

} \_CrtMemBlockHeader;

It stores the following information:

|  |  |
| --- | --- |
| **Field** | **Description** |
| pBlockHeaderNext | A pointer to the next block allocated, but next means the previous allocated block because the list is seen as a stack, with the latest allocated block at the top. |
| pBlockHeaderPrev | A pointer to the previous block allocated; this means the block that was allocated after the current block. |
| szFileName | A pointer to the name of the file in which the call to malloc was made, if known. |
| nLine | The line in the source file indicated by szFileName at which the call to malloc was made, if known. |
| nDataSize | Number of bytes requested |
| nBlockUse | 0 - Freed block, but not released back to the Win32 heap 1 - Normal block (allocated with new/malloc) 2 - CRT blocks, allocated by CRT for its own use |
| lRequest | Counter incremented with each allocation |
| gap | A zone of 4 bytes (in the current implementation) filled with 0xFD, fencing the data block, of nDataSize bytes. Another block filled with 0xFD of the same size follows the data. |

Most of the work of heap block allocation and deallocation are made by HeapAlloc() and HeapFree(). When you request 12 bytes to be allocated on the heap, malloc() will call HeapAlloc(), requesting 36 more bytes.

blockSize = sizeof(\_CrtMemBlockHeader) + nSize + nNoMansLandSize;

malloc requests space for the 12 bytes we need (nSize), plus 32 bytes for the \_CrtMemBlockHeaderstructure and another nNoMansLandSize bytes (4 bytes) to fence the data zone and close the gap.

But, HeapAlloc() will allocate even more bytes: 8 bytes below the requested block (that is, at a lower address) and 32 above it (that is, at a bigger address). It also initializes the requested block to 0xBAADF00D (bad food).

Then, malloc() fills the \_CrtMemBlockHeader block with information and initializes the data block with 0xCD and no mans land with 0xFD.

Here is a table that shows how memory looks after the call to HeapAlloc() and after malloc() returns. For a complete situation, see the last table. (Note: All values are in hex.)

|  |  |  |
| --- | --- | --- |
| **Address** | **after HeapAlloc()** | **after malloc()** |
| 00320FD8 00320FDC 00320FE0 00320FE4 00320FE8 00320FEC 00320FF0 00320FF4 00320FF8 00320FFC 00321000 00321004 00321008 0032100C 00321010 00321014 00321018 0032101C 00321020 00321024 00321028 0032102C | 09 00 09 01 E8 07 18 00 0D F0 AD BA 0D F0 AD BA 0D F0 AD BA 0D F0 AD BA 0D F0 AD BA 0D F0 AD BA 0D F0 AD BA 0D F0 AD BA 0D F0 AD BA 0D F0 AD BA 0D F0 AD BA 0D F0 AD BA AB AB AB AB AB AB AB AB 00 00 00 00 00 00 00 00 79 00 09 00 EE 04 EE 00 40 05 32 00 40 05 32 00 | 09 00 09 01 E8 07 18 00 98 07 32 00 00 00 00 00 00 00 00 00 00 00 00 00 0C 00 00 00 01 00 00 00 2E 00 00 00 FD FD FD FD CD CD CD CD CD CD CD CD CD CD CD CD FD FD FD FD AB AB AB AB AB AB AB AB 00 00 00 00 00 00 00 00 79 00 09 00 EE 04 EE 00 40 05 32 00 40 05 32 00 |

Colors:

* Green: win32 bookkeeping info
* Blue: block size requested by malloc and filled with bad food
* Magenta: \_CrtMemBlockHeader block
* Red: no mans land
* Black: requested data block

In this example, after the call to malloc() returns, buffer will point to memory address 0x00321000.

When you call delete/free, the CRT will set the block it requested from HeapAlloc() to 0xDD, indicating this is a free zone. Normally after this, free() will call HeapFree() to give back the block to the Win32 heap, in which case the block will be overwritten with 0xFEEEEEEE, to indicate Win32 heap free memory.

You can avoid this by using the CRTDBG\_DELAY\_FREE\_MEM\_DF flag to \_CrtSetDbgFlag(). It prevents memory from actually being freed, as for simulating low-memory conditions. When this bit is on, freed blocks are kept in the debug heap's linked list but are marked as \_FREE\_BLOCK. This is useful if you want to detect dangling pointers errors, which can be done by verifying if the freed block is written with 0xDD pattern or something else. Use \_CrtCheckMemory() to verify the heap.s integrity.

The next table shows how the memory looks during the free(), before HeapFree() is called and afterwards.

|  |  |  |
| --- | --- | --- |
| **Address** | **Before HeapFree()** | **After HeapFree()** |
| 00320FD8 00320FDC 00320FE0 00320FE4 00320FE8 00320FEC 00320FF0 00320FF4 00320FF8 00320FFC 00321000 00321004 00321008 0032100C 00321010 00321014 00321018 0032101C 00321020 00321024 00321028 0032102C | 09 00 09 01 5E 07 18 00 DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD DD AB AB AB AB AB AB AB AB 00 00 00 00 00 00 00 00 79 00 09 00 EE 04 EE 00 40 05 32 00 40 05 32 00 | 82 00 09 01 5E 04 18 00 E0 2B 32 00 78 01 32 00 EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE EE FE |

Colors:

* Green: win32 bookkeeping info
* Blue: CRT block filled with dead memory
* Gray: memory given back to win32 heap

The two tables above are put in a single, more detailed, table below:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Address (hex)** | **Offset** | **HeapAlloc** | **malloc** | **Free before HeapFree** | **Free after HeapFree** | **Description** |
| 00320FD8 | -40 | 01090009 | 01090009 | 01090009 | 01090082 | Win32 Heap info |
| 00320FDC | -36 | 001807E8 | 001807E8 | 0018075E | 0018045E | Win32 Heap info |
| 00320FE0 | -32 | BAADF00D | 00320798 | DDDDDDDD | 00322BE0 | pBlockHeaderNext |
| 00320FE4 | -28 | BAADF00D | 00000000 | DDDDDDDD | 00320178 | pBlockHeaderPrev |
| 00320FE8 | -24 | BAADF00D | 00000000 | DDDDDDDD | FEEEEEEE | szFileName |
| 00320FEC | -20 | BAADF00D | 00000000 | DDDDDDDD | FEEEEEEE | nLine |
| 00320FF0 | -16 | BAADF00D | 0000000C | DDDDDDDD | FEEEEEEE | nDataSize |
| 00320FF4 | -12 | BAADF00D | 00000001 | DDDDDDDD | FEEEEEEE | nBlockUse |
| 00320FF8 | -8 | BAADF00D | 0000002E | DDDDDDDD | FEEEEEEE | lRequest |
| 00320FFC | -4 | BAADF00D | FDFDFDFD | DDDDDDDD | FEEEEEEE | gap (no mans land) |
| 00321000 | 0 | BAADF00D | CDCDCDCD | DDDDDDDD | FEEEEEEE | Data requested |
| 00321004 | +4 | BAADF00D | CDCDCDCD | DDDDDDDD | FEEEEEEE | Data requested |
| 00321008 | +8 | BAADF00D | CDCDCDCD | DDDDDDDD | FEEEEEEE | Data requested |
| 0032100C | +12 | BAADF00D | FDFDFDFD | DDDDDDDD | FEEEEEEE | No mans land |
| 00321010 | +16 | ABABABAB | ABABABAB | ABABABAB | FEEEEEEE | Win32 Heap info |
| 00321014 | +20 | ABABABAB | ABABABAB | ABABABAB | FEEEEEEE | Win32 Heap info |
| 00321018 | +24 | 00000000 | 00000000 | 00000000 | FEEEEEEE | Win32 Heap info |
| 0032101C | +28 | 00000000 | 00000000 | 00000000 | FEEEEEEE | Win32 Heap info |
| 00321020 | +32 | 00090079 | 00090079 | 00090079 | FEEEEEEE | Win32 Heap info |
| 00321024 | +36 | 00EE04EE | 00EE04EE | 00EE04EE | FEEEEEEE | Win32 Heap info |
| 00321028 | +40 | 00320540 | 00320540 | 00320540 | FEEEEEEE | Win32 Heap info |
| 0032102C | +44 | 00320540 | 00320540 | 00320540 | FEEEEEEE | Win32 Heap info |
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Visual Studio 提供了一系列的 CRT 调试 API ， CRT 提供了一个调试内存分配堆，可以跟踪和管理内存在什么地方分配，当你在这个堆上分配内存的时候，每一次内存分配调用例如malloc 或者 new ， CRT 都会额外分配大约 36 个字节用来保存例如这个内存块分配的文件名、行号、内存块的大小等信息，最后 CRT 将这些内存块使用一个双链表链接起来。每一次内存释放的时候， free 或者 delete 函数就从这个内存块链表里面将要释放的内存块删除，因此在需要检查内存泄漏的时候，只要遍历这个双链表依次打印出这些内存块就可以发现所有未释放的内存了。下面是 CRT 内存块的原始声明：

|  |
| --- |
| typedef struct \_CrtMemBlockHeader  {      // Pointer to the block allocated just before this one:      struct \_CrtMemBlockHeader \*pBlockHeaderNext;      // Pointer to the block allocated just after this one:      struct \_CrtMemBlockHeader \*pBlockHeaderPrev;      char \*szFileName;    // File name      int nLine;           // Line number      size\_t nDataSize;    // Size of user block      int nBlockUse;       // Type of block      long lRequest;       // Allocation number      // Buffer just before (lower than) the user's memory:      unsigned char gap[nNoMansLandSize];  } \_CrtMemBlockHeader; |

下面的代码演示了如何使用 CRT 提供的调试 API 来修改刚才的源文件检测未释放的内存空间（注意红色添加的部分）：

|  |
| --- |
| // 未释放内存空间 .cpp : Defines the entry point for the console application.  //    #include "stdafx.h"  #include <windows.h>  #include <string>  #include <iostream>  // 使用 CRT 调试 API  **#include <crtdbg.h>**    using namespace std;    // 将所有的内存分配函数 new 替换成 CRT 提供的调试 new  **#ifdef \_DEBUG**  **#   define DEBUG\_CLIENTBLOCK new (\_CLIENT\_BLOCK, \_\_FILE\_\_, \_\_LINE\_\_)**  **#else**  **#   define DEBUG\_CLIENTBLOCK**  **#endif**    **#ifdef \_DEBUG**  **#    define new DEBUG\_CLIENTBLOCK**  **#endif**    class CTestClass  {  public :      CTestClass(LPWSTR szName)      {          m\_lpName = new wstring(szName);      }        ~CTestClass()      {      }        void PrintName()      {          wcout << \*m\_lpName << endl;      }    private :      wstring \*m\_lpName;  };    HRESULT CreateTestClass(LPWSTR szName, CTestClass \*\*ppObject)  {      \*ppObject = new CTestClass(szName);      if ( (\*ppObject) == NULL )          return E\_FAIL;      else          return S\_OK;  }    int \_tmain(int argc, \_TCHAR\* argv[])  {  // 设置 CRT 调试 API 的报表输出模式，将所有的错误、警告还有断言都输出到控制台  **\_CrtSetReportMode( \_CRT\_WARN, \_CRTDBG\_MODE\_FILE );**  **\_CrtSetReportFile( \_CRT\_WARN, \_CRTDBG\_FILE\_STDOUT );**  **\_CrtSetReportMode( \_CRT\_ERROR, \_CRTDBG\_MODE\_FILE );**  **\_CrtSetReportFile( \_CRT\_ERROR, \_CRTDBG\_FILE\_STDOUT );**  **\_CrtSetReportMode( \_CRT\_ASSERT, \_CRTDBG\_MODE\_FILE );**  **\_CrtSetReportFile( \_CRT\_ASSERT, \_CRTDBG\_FILE\_STDOUT );**        CTestClass \*pObject = NULL;      HRESULT hr = CreateTestClass(L"This is a Test" , &pObject);      if ( hr != S\_OK )      {          return -1;      }      else      {          pObject->PrintName();    // 检查未释放的内存  **\_CrtDumpMemoryLeaks();**          return 0;      }  } |

这里面是我们的输出结果：

![http://p.blog.csdn.net/images/p_blog_csdn_net/Donjuan/EntryImages/20090202/crtdebugoutput.PNG](data:image/png;base64,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)

从上面的输出我们可以看出，在“未释放内存空间 .cpp ”的第 27 行和第 45 行所分配的内存没有被适当释放，查看源代码可以发现就是 CTestClass 和 CTestClass 的成员变量m\_Name 没有被释放。

2.\_CrtDumpMemLeaks()

msdn说明

The **\_CrtDumpMemoryLeaks** function determines whether a memory leak has occurred since the start of program execution. When a leak is found, the debug header information for all of the objects in the heap is dumped in a user-readable form. When [\_DEBUG](http://blog.csdn.net/ly402609921/article/details/_crt__debug.htm) is not defined, calls to **\_CrtDumpMemoryLeaks** are removed during preprocessing.

**\_CrtDumpMemoryLeaks** is frequently called at the end of program execution to verify that all memory allocated by the application has been freed. The function can be called automatically at program termination by turning on the **\_CRTDBG\_LEAK\_CHECK\_DF** bit field of the [\_crtDbgFlag](http://blog.csdn.net/ly402609921/article/details/_crt__crtdbgflag.htm) flag using the [\_CrtSetDbgFlag](http://blog.csdn.net/ly402609921/article/details/_crt__crtsetdbgflag.htm)function.

**\_CrtDumpMemoryLeaks** calls [\_CrtMemCheckpoint](http://blog.csdn.net/ly402609921/article/details/_crt__crtmemcheckpoint.htm) to obtain the current state of the heap and then scans the state for blocks that have not been freed. When an unfreed block is encountered,**\_CrtDumpMemoryLeaks** calls [\_CrtMemDumpAllObjectsSince](http://blog.csdn.net/ly402609921/article/details/_crt__crtmemdumpallobjectssince.htm) to dump information for all of the objects allocated in the heap from the start of program execution.

By default, internal C run-time blocks (**\_CRT\_BLOCK** ) are not included in memory dump operations. The[\_CrtSetDbgFlag](http://blog.csdn.net/ly402609921/article/details/_crt__crtsetdbgflag.htm) function can be used to turn on the **\_CRTDBG\_CHECK\_CRT\_DF** bit of **\_crtDbgFlag** to include these blocks in the leak detection process.

For more information about heap state functions and the **\_CrtMemState** structure, see the [Heap State Reporting Functions](http://blog.csdn.net/ly402609921/article/details/_core_heap_state_reporting_functions.htm) . For information about how memory blocks are allocated, initialized, and managed in the debug version of the base heap, see [Memory Management and the Debug Heap](http://blog.csdn.net/ly402609921/article/details/_core_memory_management_and_the_debug_heap.htm) .

应用：

#include "stdafx.h"  
#include <assert.h>  
#ifdef \_DEBUG  
#define DEBUG\_CLIENTBLOCK   new( \_CLIENT\_BLOCK, \_\_FILE\_\_, \_\_LINE\_\_)  
#else  
#define DEBUG\_CLIENTBLOCK  
#endif  
#define \_CRTDBG\_MAP\_ALLOC  
#include <crtdbg.h>  
#ifdef \_DEBUG  
#define new DEBUG\_CLIENTBLOCK  
#endif //此部分用于使\_CrtDumpMemoryLeaks输出内存泄漏文件名和行号信息默认不会输出相关信息  
void Exit  
{  
    int i = \_CrtDumpMemoryLeaks;  
    assert( i == 0);  
}  
int \_tmain(int argc, \_TCHAR\* argv[])  
{  
    atexit(Exit);  
    int\* p = new int;  
    return 0;  
}

不含红色部分输出：

Detected memory leaks!  
Dumping objects ->  
{112} normal block at 0x003AA770, 4 bytes long.  
 Data: <    > 00 00 00 00   
Object dump complete.

含红色部分输出：

Detected memory leaks!  
Dumping objects ->  
d:/code/consoletest/consoletest.cpp(21) : {112} client block at 0x003A38B0, subtype 0, 4 bytes long.  
 Data: <    > 00 00 00 00   
Object dump complete.

-------------------------------------------------------------------------------------------

1.\_CrtDumpMemoryLeaks

确定自程序开始执行以来是否发生过内存泄漏，如果发生过，则转储所有已分配对象。如果已使用 \_CrtSetDumpClient 安装了挂钩函数，那么，\_CrtDumpMemoryLeaks每次转储 \_CLIENT\_BLOCK 块时，都会调用应用程序所提供的挂钩函数。

CrtDumpMemoryLeaks()就是显示当前的内存泄漏。 注意是“当前”，也就是说当它执行时，所有未销毁的对象均会报内存泄漏。因此尽量让这条语句在程序的最后执行。它所反映的是检测到泄漏的地方。  
一般用在MFC中比较准确，在InitInstance里面调用\_CrtDumpMemoryLeaks

2.信息输出  
Detected memory leaks!  
Dumping objects ->  
{52} normal block at 0x006D2498, 512 bytes long.  
?Data: <??????????????? > 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00   
{51} normal block at 0x006D2440, 24 bytes long.  
?Data: < 4????????????? > 10 34 14 00 FF FF FF FF 00 00 00 00 00 00 00 00   
Object dump complete.  
3.\_CrtSetBreakAlloc  
知道某个错误分配块的分配请求编号后，可以将该编号传递给 \_CrtSetBreakAlloc 以创建一个断点  
\_CrtSetBreakAlloc(51);这样可以快速在{51}次内存泄漏处设上断点。

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

# 最快速度找到内存泄漏

许式伟  
2006年11月某日

内存管理是C++程序员的痛。我的《[内存管理变革](http://blog.csdn.net/xushiweizh/archive/2006/11/16/1388982.aspx)》系列就是试图讨论更为有效的内存管理方式，以杜绝（或减少）内存泄漏，减轻C++程序员的负担。由于工作忙的缘故，这个系列目前未完，暂停。

这篇短文我想换个方式，讨论一下如何以最快的速度找到内存泄漏。

# 确认是否存在内存泄漏

我们知道，MFC程序如果检测到存在内存泄漏，退出程序的时候会在调试窗口提醒内存泄漏。例如：

class  CMyApp :  public  CWinApp  
{  
public :  
   BOOL InitApplication()  
   {  
        int \*  leak  =   new   int [ 10 ];  
        return  TRUE;  
   }  
};

产生的内存泄漏报告大体如下：

Detected memory leaks !   
Dumping objects  ->   
c:/work/test.cpp( 186 ) : { 52 } normal block at  0x003C4410 ,  40  bytes  long .  
 Data:  <                  >  CD CD CD CD CD CD CD CD CD CD CD CD CD CD CD CD   
Object dump complete.

这挺好。问题是，如果我们不喜欢MFC，那么难道就没有办法？或者自己做？

呵呵，这不需要。其实，MFC也没有自己做。内存泄漏检测的工作是VC++的C运行库做的。也就是说，只要你是VC++程序员，都可以很方便地检测内存泄漏。我们还是给个样例：

#include  < crtdbg.h >   
  
inline  void  EnableMemLeakCheck()  
{  
   \_CrtSetDbgFlag(\_CrtSetDbgFlag(\_CRTDBG\_REPORT\_FLAG)  |  \_CRTDBG\_LEAK\_CHECK\_DF);  
}  
  
void  main()  
{  
   EnableMemLeakCheck();  
    int \*  leak  =   new   int [ 10 ];  
}

 运行（提醒：不要按Ctrl+F5，按F5），你将发现，产生的内存泄漏报告与MFC类似，但有细节不同，如下：

Detected memory leaks !   
Dumping objects  ->   
{ 52 } normal block at  0x003C4410 ,  40  bytes  long .  
 Data:  <                  >  CD CD CD CD CD CD CD CD CD CD CD CD CD CD CD CD   
Object dump complete.

为什么呢？看下面。

# 定位内存泄漏由于哪一句话引起的

你已经发现程序存在内存泄漏。现在的问题是，我们要找泄漏的根源。

一般我们首先确定内存泄漏是由于哪一句引起。在MFC中，这一点很容易。你双击内存泄漏报告的文字，或者在Debug窗口中按F4，IDE就帮你定位到申请该内存块的地方。对于上例，也就是这一句：

   int\* leak = new int[10];

这多多少少对你分析内存泄漏有点帮助。特别地，如果这个new仅对应一条delete（或者你把delete漏写），这将很快可以确认问题的症结。

我们前面已经看到，不使用MFC的时候，生成的内存泄漏报告与MFC不同，而且你立刻发现按F4不灵。那么难道MFC做了什么手脚？

其实不是，我们来模拟下MFC做的事情。看下例：

inline  void  EnableMemLeakCheck()  
{  
   \_CrtSetDbgFlag(\_CrtSetDbgFlag(\_CRTDBG\_REPORT\_FLAG)  |  \_CRTDBG\_LEAK\_CHECK\_DF);  
}  
  
#ifdef \_DEBUG  
#define  new   new(\_NORMAL\_BLOCK, \_\_FILE\_\_, \_\_LINE\_\_)   
#endif   
  
void  main()  
{  
   EnableMemLeakCheck();  
    int \*  leak  =   new   int [ 10 ];  
}

再运行这个样例，你惊喜地发现，现在内存泄漏报告和MFC没有任何分别了。

# 快速找到内存泄漏

单确定了内存泄漏发生在哪一行，有时候并不足够。特别是同一个new对应有多处释放的情形。在实际的工程中，以下两种情况很典型：

* 创建对象的地方是一个类工厂（ClassFactory）模式。很多甚至全部类实例由同一个new创建。对于此，定位到了new出对象的所在行基本没有多大帮助。
* COM对象。我们知道COM对象采用Reference Count维护生命周期。也就是说，对象new的地方只有一个，但是Release的地方很多，你要一个个排除。

那么，有什么好办法，可以迅速定位内存泄漏？

答：有。

在内存泄漏情况复杂的时候，你可以用以下方法定位内存泄漏。这是我个人认为通用的内存泄漏追踪方法中最有效的手段。

我们再回头看看crtdbg生成的内存泄漏报告：

Detected memory leaks !   
Dumping objects  ->   
c:/work/test.cpp( 186 ) : { 52 } normal block at  0x003C4410 ,  40  bytes  long .  
 Data:  <                  >  CD CD CD CD CD CD CD CD CD CD CD CD CD CD CD CD   
Object dump complete.

除了产生该内存泄漏的内存分配语句所在的文件名、行号为，我们注意到有一个比较陌生的信息：{52}。这个整数值代表了什么意思呢？

其实，它代表了第几次内存分配操作。象这个例子，{52}代表了第52次内存分配操作发生了泄漏。你可能要说，我只new过一次，怎么会是第52次？这很容易理解，其他的内存申请操作在C的初始化过程调用的呗。:)

有没有可能，我们让程序运行到第52次内存分配操作的时候，自动停下来，进入调试状态？所幸，crtdbg确实提供了这样的函数：即 long **\_CrtSetBreakAlloc**(long nAllocID)。我们加上它：

inline  void  EnableMemLeakCheck()  
{  
   \_CrtSetDbgFlag(\_CrtSetDbgFlag(\_CRTDBG\_REPORT\_FLAG)  |  \_CRTDBG\_LEAK\_CHECK\_DF);  
}  
  
#ifdef \_DEBUG  
#define  new   new(\_NORMAL\_BLOCK, \_\_FILE\_\_, \_\_LINE\_\_)   
#endif   
  
void  main()  
{  
   EnableMemLeakCheck();  
   **\_CrtSetBreakAlloc** ( 52 );  
    int \*  leak  =   new   int [ 10 ];  
}

你发现，程序运行到 int \*  leak  =   new   int [ 10 ]; 一句时，自动停下来进入调试状态。细细体会一下，你可以发现，这种方式你获得的信息远比在程序退出时获得文件名及行号有价值得多。因为报告泄漏文件名及行号，你获得的只是静态的信息，然而\_CrtSetBreakAlloc 则是把整个现场恢复，你可以通过对函数调用栈分析（我发现很多人不习惯看函数调用栈，如果你属于这种情况，我强烈推荐你去补上这一课，因为它太重要了）以及其他在线调试技巧，来分析产生内存泄漏的原因。通常情况下，这种分析方法可以在5分钟内找到肇事者。

当然，**\_CrtSetBreakAlloc** 要求你的程序执行过程是可还原的（多次执行过程的内存分配顺序不会发生变化）。这个假设在多数情况下成立。不过，在多线程的情况下，这一点有时难以保证。

# 附加说明：

对“内存管理”相关的技术感兴趣？这里可以看到我的所有[关于内存管理的文章](http://blog.csdn.net/xushiweizh/category/265099.aspx) 。
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**VC使用CRT调试功能来检测内存泄漏**

作者：JerryZ

C/C++ 编程语言的最强大功能之一便是其动态分配和释放内存，但是中国有句古话：“最大的长处也可能成为最大的弱点”，那么 C/C++ 应用程序正好印证了这句话。在 C/C++ 应用程序开发过程中，动态分配的内存处理不当是最常见的问题。其中，最难捉摸也最难检测的错误之一就是内存泄漏，即未能正确释放以前分配的内存的错误。偶 尔发生的少量内存泄漏可能不会引起我们的注意，但泄漏大量内存的程序或泄漏日益增多的程序可能会表现出各种 各样的征兆：从性能不良（并且逐渐降低）到内存完全耗尽。更糟的是，泄漏的程序可能会用掉太多内存，导致另外一个程序垮掉，而使用户无从查找问题的真正根 源。此外，即使无害的内存泄漏也可能殃及池鱼。

　　幸运的是，Visual Studio 调试器和 C 运行时 (CRT) 库为我们提供了检测和识别内存泄漏的有效方法。下面请和我一起分享收获——如何使用 CRT 调试功能来检测内存泄漏？  
  
**一、如何启用内存泄漏检测机制**  
　　VC++ IDE 的默认状态是没有启用内存泄漏检测机制的，也就是说即使某段代码有内存泄漏，调试会话的 Output 窗口的 Debug 页不会输出有关内存泄漏信息。你必须设定两个最基本的机关来启用内存泄漏检测机制。  
  
　　一是使用调试堆函数：

#define \_CRTDBG\_MAP\_ALLOC   
#include<stdlib.h>   
  
#include<crtdbg.h>

　　注意：#include 语句的顺序。如果更改此顺序，所使用的函数可能无法正确工作。  
  
　　通过包含 crtdbg.h 头文件，可以将 malloc 和 free 函数映射到其“调试”版本 \_malloc\_dbg 和 \_free\_dbg，这些函数会跟踪内存分配和释放。此映射只在调试（Debug）版本（也就是要定义 \_DEBUG）中有效。发行版本（Release）使用普通的 malloc 和 free 函数。#define 语句将 CRT 堆函数的基础版本映射到对应的“调试”版本。该语句不是必须的，但如果没有该语句，那么有关内存泄漏的信息会不全。  
  
　　二是在需要检测内存泄漏的地方添加下面这条语句来输出内存泄漏信息：  
  
\_CrtDumpMemoryLeaks();

　　当在调试器下运行程序时，\_CrtDumpMemoryLeaks 将在 Output 窗口的 Debug 页中显示内存泄漏信息。比如： Detected memory leaks!

Dumping objects ->  
  
C:/Temp/memleak/memleak.cpp(15) : {45} normal block at 0x00441BA0, 2 bytes long.  
  
Data: <AB> 41 42  
  
  
  
c:/program files/microsoft visual studio/vc98/include/crtdbg.h(552) : {44} normal   
block at 0x00441BD0, 33 bytes long.  
  
Data: < C > 00 43 00 CD CD CD CD CD CD CD CD CD CD CD CD CD  
  
  
  
c:/program files/microsoft visual studio/vc98/include/crtdbg.h(552) : {43} normal   
block at 0x00441C20, 40 bytes long.  
  
Data: < C > 08 02 43 00 16 00 00 00 00 00 00 00 00 00 00 00  
  
  
  
Object dump complete.

　　如果不使用 #define \_CRTDBG\_MAP\_ALLOC 语句，内存泄漏的输出是这样的：

Detected memory leaks!  
  
Dumping objects ->  
  
{45} normal block at 0x00441BA0, 2 bytes long.  
Data: <AB> 41 42   
  
{44} normal block at 0x00441BD0, 33 bytes long.  
Data: < C > 00 43 00 CD CD CD CD CD CD CD CD CD CD CD CD CD   
  
{43} normal block at 0x00441C20, 40 bytes long.  
Data: < C > C0 01 43 00 16 00 00 00 00 00 00 00 00 00 00 00   
  
Object dump complete.

　　根据这段输出信息，你无法知道在哪个源程序文件里发生了内存泄漏。下面我们来研究一下输出信息的格式。第一行和第二行没有什么可说的，从第三行开始：

xx}：花括弧内的数字是内存分配序号，本文例子中是 {45}，{44}，{43}；  
block：内存块的类型，常用的有三种：normal（普通）、client（客户端）或 CRT（运行时）；本文例子中是：normal block；   
用十六进制格式表示的内存位置，如：at 0x00441BA0 等；  
以字节为单位表示的内存块的大小，如：32 bytes long；   
前 16 字节的内容（也是用十六进制格式表示），如：Data: 41 42 等；

　　仔细观察不难发现，如果定义了 \_CRTDBG\_MAP\_ALLOC ，那么在内存分配序号前面还会显示在其中分配泄漏内存的文件名，以及文件名后括号中的数字表示发生泄漏的代码行号，比如：

C:/Temp/memleak/memleak.cpp(15)

　　双击 Output 窗口中此文件名所在的输出行，便可跳到源程序文件分配该内存的代码行（也可以选中该行，然后按 F4，效果一样） ，这样一来我们就很容易定位内存泄漏是在哪里发生的了，因此，\_CRTDBG\_MAP\_ALLOC 的作用显而易见。  
  
使用 **\_CrtSetDbgFlag**   
　 　如果程序只有一个出口，那么调用 \_CrtDumpMemoryLeaks 的位置是很容易选择的。但是，如果程序可能会在多个地方退出该怎么办呢？在每一个可能的出口处调用 \_CrtDumpMemoryLeaks 肯定是不可取的，那么这时可以在程序开始处包含下面的调用：**\_CrtSetDbgFlag** ( \_CRTDBG\_ALLOC\_MEM\_DF | \_CRTDBG\_LEAK\_CHECK\_DF );这条语句无论程序在什么地方退出都会自动调用 \_CrtDumpMemoryLeaks。注意：这里必须同时设置两个位域标志：\_CRTDBG\_ALLOC\_MEM\_DF 和 \_CRTDBG\_LEAK\_CHECK\_DF。  
  
设置 CRT 报告模式  
　　默认情况下，\_CrtDumpMemoryLeaks 将内存泄漏信息 dump 到 Output 窗口的 Debug 页， 如果你想将这个输出定向到别的地方，可以使用 \_CrtSetReportMode 进行重置。如果你使用某个库，它可能将输出定向到另一位置。此时，只要使用以下语句将输出位置设回 Output 窗口即可：

\_CrtSetReportMode( \_CRT\_ERROR, \_CRTDBG\_MODE\_DEBUG );

　　有关使用 \_CrtSetReportMode 的详细信息，请参考 MSDN 库关于 \_CrtSetReportMode 的描述。  
  
**二、解释内存块类型**   
  
　　前面已经说过，内存泄漏报告中把每一块泄漏的内存分为 normal（普通块）、client（客户端块）和 CRT 块。事实上，需要留心和注意的也就是 normal 和 client，即普通块和客户端块。  
　　1.normal block（普通块）：这是由你的程序分配的内存。  
　　2.client block（客户块）：这是一种特殊类型的内存块，专门用于 MFC 程序中需要析构函数的对象。MFC new 操作符视具体情况既可以为所创建的对象建立普通块，也可以为之建立客户块。  
　 　3.CRT block（CRT 块）：是由 C RunTime Library 供自己使用而分配的内存块。由 CRT 库自己来管理这些内存的分配与释放，我们一般不会在内存泄漏报告中发现 CRT 内存泄漏，除非程序发生了严重的错误（例如 CRT 库崩溃）。

　　除了上述的类型外，还有下面这两种类型的内存块，它们不会出现在内存泄漏报告中：  
　　1.free block（空闲块）：已经被释放(free)的内存块。   
　　2.Ignore block（忽略块）：这是程序员显式声明过不要在内存泄漏报告中出现的内存块。

**三、如何在内存分配序号处设置断点**　　在内存泄漏报告中，的文件名和行号可告诉分配泄漏的内存 的代码位置，但仅仅依赖这些信息来了解完整的泄漏原因是不够的。因为一个程序在运行时，一段分配内存的代码可能会被调用很多次，只要有一次调用后没有释放 内存就会导致内存泄漏。为了确定是哪些内存没有被释放，不仅要知道泄漏的内存是在哪里分配的，还要知道泄漏产生的条件。这时内存分配序号就显得特别有用 ——这个序号就是文件名和行号之后的花括弧里的那个数字。

　　例如，在本文例子代码的输出信息中，“45”是内存分配序号，意思是泄漏的内存是你程序中分配的第四十五个内存块：

Detected memory leaks!  
  
Dumping objects ->  
  
C:/Temp/memleak/memleak.cpp(15) : {45} normal block at 0x00441BA0, 2 bytes long.  
  
Data: <AB> 41 42   
  
......  
  
Object dump complete.

　　CRT 库对程序运行期间分配的所有内存块进行计数，包括由 CRT 库自己分配的内存和其它库（如 MFC）分配的内存。因此，分配序号为 N 的对象即为程序中分配的第 N 个对象，但不一定是代码分配的第 N 个对象。（大多数情况下并非如此。）这样的话，你便可以利用分配序号在分配内存的位置设置一个断点。方法是在程序起始附近设置一个位置断点。当程序在该点 中断时，可以从 QuickWatch（快速监视）对话框或 Watch（监视）窗口设置一个内存分配断点：  
  
　　例如，在 Watch 窗口中，在 Name 栏键入下面的表达式：

\_crtBreakAlloc

　　如果要使用 CRT 库的多线程 DLL 版本（/MD 选项），那么必须包含上下文操作符，像这样：

{,,msvcrtd.dll}\_crtBreakAlloc

　　现在按下回车键，调试器将计算该值并把结果放入 Value 栏。如果没有在内存分配点设置任何断点，该值将为 –1。

　　用你想要在其位置中断的内存分配的分配序号替换 Value 栏中的值。例如输入 45。这样就会在分配序号为 45 的地方中断。

　　在所感兴趣的内存分配处设置断点后，可以继续调试。这时，运行程序时一定要小心，要保证内存块分配的顺序不会改变。当程序在指定的内存分配处中 断时，可以查看 Call Stack（调用堆栈）窗口和其它调试器信息以确定分配内存时的情况。如果必要，可以从该点继续执行程序，以查看对象发生了什么情况，或许可以确定未正确 释放对象的原因。

　　尽管通常在调试器中设置内存分配断点更方便，但如果愿意，也可在代码中设置这些断点。为了在代码中设置一个内存分配断点，可以增加这样一行（对于第四十五个内存分配）：

\_crtBreakAlloc = 45;

　　你还可以使用有相同效果的 \_CrtSetBreakAlloc 函数：

\_CrtSetBreakAlloc(45);

**四、如何比较内存状态**   
  
　　定位内存泄漏的另一个方法就是在关键点获取应用程序内存状态的快照。CRT 库提供了一个结构类型 \_CrtMemState。你可以用它来存储内存状态的快照：

\_CrtMemState s1, s2, s3;

　　若要获取给定点的内存状态快照，可以向 \_CrtMemCheckpoint 函数传递一个 \_CrtMemState 结构。该函数用当前内存状态的快照填充此结构：

\_CrtMemCheckpoint( &s1 );

　　通过向 \_CrtMemDumpStatistics 函数传递 \_CrtMemState 结构，可以在任意地方 dump 该结构的内容：

\_CrtMemDumpStatistics( &s1 );

　　该函数输出如下格式的 dump 内存分配信息：

0 bytes in 0 Free Blocks.  
75 bytes in 3 Normal Blocks.  
5037 bytes in 41 CRT Blocks.  
0 bytes in 0 Ignore Blocks.  
0 bytes in 0 Client Blocks.  
Largest number used: 5308 bytes.  
Total allocations: 7559 bytes.

　　若要确定某段代码中是否发生了内存泄漏，可以通过获取该段代码之前和之后的内存状态快照，然后使用 \_CrtMemDifference 比较这两个状态：

\_CrtMemCheckpoint( &s1 );// 获取第一个内存状态快照  
  
// 在这里进行内存分配  
  
\_CrtMemCheckpoint( &s2 );// 获取第二个内存状态快照  
  
// 比较两个内存快照的差异  
if ( \_CrtMemDifference( &s3, &s1, &s2) )  
\_CrtMemDumpStatistics( &s3 );// dump 差异结果

　　顾名思义，\_CrtMemDifference 比较两个内存状态（前两个参数），生成这两个状态之间差异的结果（第三个参数）。在程序的开始和结尾放置 \_CrtMemCheckpoint 调用，并使用 \_CrtMemDifference 比较结果，是检查内存泄漏的另一种方法。如果检测到泄漏，则可以使用 \_CrtMemCheckpoint 调用通过二进制搜索技术来分割程序和定位泄漏。

**五、结论**  
　　尽管 VC ++ 具有一套专门调试 MFC 应用程序的机制，但本文上述讨论的内存分配很简单，没有涉及到 MFC 对象，所以这些内容同样也适用于 MFC 程序。在 MSDN 库中可以找到很多有关 VC++ 调试方面的资料，如果你能善用 MSDN 库，相信用不了多少时间你就有可能成为调试高手。